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《互联网Java工程师面试突击》（第3季）

1、额外的加餐：探秘RocketMQ的一些黑科技

目前咱们的专栏行进到这里为止，已经借着小猛的视角给大家分了一下RocketMQ运行的底层原理，本来应该到上一讲就结束这个阶段

了
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但是后来我们考虑了一下，还希望给大家再额外做一点加餐，单独加出来3讲RocketMQ黑科技探秘的内容，让大家能够对RocketMQ

一些底层的比较关键的实现原理有一定的了解。

我们将会额外给大家讲解以下RocketMQ的核心底层原理：

RocketMQ是如何基于Netty扩展出高性能网络通信架构的？

基于mmap内存映射实现CommitLog磁盘文件的高性能读写

今天这一讲，我们会给大家介绍一下RocketMQ中的Broker的网络通信的架构是如何基于Netty进行扩展的。

即使有些朋友对Netty没什么了解也是不要紧的，因为我们会站在线程和网络等较为基础的角度，给大家一步一图去分析。

2、Reactor主线程与长短连接

首先，作为Broker而言，他会有一个Reactor主线程。大家是不是对这个“Reactor主线程”这个称呼感觉有点恐惧？感觉出来一些特

别厉害的不明所以的名词，让人有点胆怯，不敢继续往下看

没关系，你先别管“Reactor”是个什么东西，总之就先知道有这么个名字就行了，我们看下面的图里，你会发现Broker里有这么一个

名字的线程，而且这个线程是负责监听一个网络端口的，比如监听个2888，39150这样的端口。

                   接着假设我们有一

个Producer他现在想要跟Broker建立一个TCP长连接，可能有的朋友对这个长连接、短连接，也有点不明所以

没关系，一句话解释一下短连接：如果你要给别人发送一个请求，必须要建立连接 -> 发送请求 -> 接收响应 -> 断开连接，下一次你

要发送请求的时候，这个过程得重新来一遍

每次建立一个连接之后，使用这个连接发送请求的时间是很短的，很快就会断开这个连接，所以他存在时间太短了，就是短连接。

长连接的话，就是反过来的意思，你建立一个连接 -> 发送请求 -> 接收响应 -> 发送请求 -> 接收响应 -> 发送请求 -> 接收响应

大家会发现，当你建立好一个长连接之后，可以不停的发送请求和接收响应，连接不会断开，等你不需要的时候再断开就行了，这个连

接会存在很长时间，所以是长连接。

那么TCP长连接是什么意思呢？

如果你对网络没太多的了解，简单理解为TCP就是一个协议，所谓协议的意思就是，按照TCP这个协议规定好的步骤建立连接，按照他

规定好的步骤发送请求。

比如你要建立一个TCP连接，必须先给对方发送他规定好的几个数据，然后人家按照规定返回给你几个数据，你再给人家发送几个数

据，一切都按TCP的规定来。按照规定来，大家就可以建立一个TCP连接。

所以TCP长连接，就是按照这个TCP协议建立的长连接。

3、Producer和Broker建立一个长连接

接着比如有一个Producer他就要跟Broker建立一个TCP长连接了，此时Broker上的这个Reactor主线程，他会在端口上监听到这个

Producer建立连接的请求

我们看下面的图，我示意了这个过程。



                        

接着这个Reactor主线程就专门会负责跟这个Producer按照TCP协议规定的一系列步骤和规范，建立好一个长连接。

但是现在问题来了，在Broker里用什么东西代表跟Producer之间建立的这个长连接呢？

答案是：SocketChannel

Producer里面会有一个SocketChannel，Broker里也会有一个SocketChannel，这两个SocketChannel就代表了他们俩建立好的这个

长连接。

可能有人又会对这个SocketChannel名词感到很恐惧了，但是大家先别管这个SocketChannel，你只要知道他们俩建立好连接之后，就

各自会有一个SocketChannel，俩SocketChannel配对起来就代表了一个连接

我们看下面的图

                   接着下一个问题来

了，既然Producer和Broker之间已经通过SocketChannel维持了一个长连接了，接着Producer是不是应该会通过这个SocketChannel

去发送消息给Broker？

没错，就是这么做的，我们看下面的图。

                        

4、基于Reactor线程池监听连接中的请求

但是这个时候别急！我们还不能让Producer发送消息给Broker，因为虽然我们有一个SocketChannel组成的长连接，但是他仅仅是一

个长连接而已！

假设Producer此时通过SocketChannel发送消息给到Broker那边的SocketChannel了，但是Broker里是哪个线程来负责从

SocketChannel里获取这个消息呢？这是一个很大的问题！

所以我们接着要引入一个概念，就是Reactor线程池，你也先别管这里的“Reactor”是什么意思，你只要知道有一个这个名字的线程

池就可以了，这个线程池里默认是3个线程！

然后Reactor主线程建立好的每个连接SocketChannel，都会交给这个Reactor线程池里的其中一个线程去监听请求。



                   好，现在有了

Reactor线程池这个概念，我们总算是可以让Producer发送请求过来了，他发送一个消息过来到达Broker里的SocketChannel，此时

Reactor线程池里的一个线程会监听到这个SocketChannel中有请求到达了！

5、基于Worker线程池完成一系列准备工作

接着Reactor线程从SocketChannel中读取出来一个请求，这个请求在正式进行处理之前，必须就先要进行一些准备工作和预处理，比

如SSL加密验证、编码解码、连接空闲检查、网络连接管理，诸如此类的一些事

那么问题又来了，这些事让谁来干呢？

这个时候需要引入一个新的概念，叫做Worker线程池，他默认有8个线程，此时Reactor线程收到的这个请求会交给Worker线程池中

的一个线程进行处理，会完成上述一系列的准备工作

我们看下面的图

                        

6、基于业务线程池完成请求的处理

那么现在如果Worker线程完成了一系列的预处理之后，比如SSL加密验证、编码解码、连接空闲检查、网络连接管理，等等，接着就需

要对这个请求进行正式的业务处理了！我们来给大家举个例子。

比如对于你发送过来的消息，大家还记得我们之前讲解的Broker数据存储机制吗？

你接收到了消息，肯定是要写入CommitLog文件的，后续还有一些ConsumeQueue之类的事情需要处理，类似这种操作，就是业务

处理逻辑。

这个时候，就得继续把经过一系列预处理之后的请求转交给业务线程池

比如对于处理发送消息请求而言，就会把请求转交给SendMessage线程池，而且如果大家还有一点点印象的话，其实在之前讲集群部

署的时候，我们讲到过这个SendMessage线程是可以配置的，你配置的越多，自然处理消息的吞吐量越高。

我们看下面的图，就是引入了一个业务线程池的概念。



                        

7、为什么这套网络通信框架会是高性能以及高并发的？

最后我们来思考一下，为什么这套网络通信框架会是高性能以及高并发的呢？

原因很简单，假设我们只有一个线程来处理所有的网络连接的请求，包括读写磁盘文件之类的业务操作，那么会导致我们的并发能力必

然很低。

一个线程每秒能处理多少个请求啊？是不是。

所以必须专门分配一个Reactor主线程出来，就是专门负责跟各种Producer、Consumer之类的建立长连接。

一旦连接建立好之后，大量的长连接均匀的分配给Reactor线程池里的多个线程。

每个Reactor线程负责监听一部分连接的请求，这个也是一个优化点，通过多线程并发的监听不同连接的请求，可以有效的提升大量并

发请求过来时候的处理能力，可以提升网络框架的并发能力。

接着后续对大量并发过来的请求都是基于Worker线程池进行预处理的，当Worker线程池预处理多个请求的时候，Reactor线程还是可

以有条不紊的继续监听和接收大量连接的请求是否到达。

而且最终的读写磁盘文件之类的操作都是交给业务线程池来处理的，当他并发执行多个请求的磁盘读写操作的时候，不影响其他线程池

同时接收请求、预处理请求，没任何的影响。

所以最终的效果就是：

Reactor主线程在端口上监听Producer建立连接的请求，建立长连接

Reactor线程池并发的监听多个连接的请求是否到达

Worker请求并发的对多个请求进行预处理

业务线程池并发的对多个请求进行磁盘读写业务操作

这些事情全部是利用不同的线程池并发执行的！任何一个环节在执行的时候，都不会影响其他线程池在其他环节进行请求的处理！

这样的一套网络通信架构，最终实现的效果就是可以高并发、高吞吐的对大量网络连接发送过来的大量请求进行处理，这是保证Broker

实现高吞吐的一个非常关键的环节，就是这套网络通信架构。

因此对于这类中间件，如果你给他部署在高配置的物理机上，有几十个CPU核，那么此时你可以增加他的各种线程池的线程数量，这样

就可以让各个环节同时高并发的处理大量的请求，由大量的CPU核来支持大量线程的并发工作。

8、对今日内容做一点小的总结

今天我们给大家讲解了一下RocketMQ中的网络通信架构，我们考虑很多朋友不一定会对TCP、NIO、TCP、BIO、Netty这些技术有了

解，所以本文采取的是基于线程和网络这两个最基本的概念进行讲解的思路。

因为只要你是懂Java语言的，一定知道最基本的线程和网络这两个概念有一定的了解，顺着本文的思路看下来，相信大家一定可以对

Broker的网络通信架构有一定的理解，核心的思路和架构应该是明白了。
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