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上一篇文章我们聊了 HTTP/1.1 的发展史，虽然 HTTP/1.1 已经做了大量的优化，但是依然

存在很多性能瓶颈，依然不能满足我们日益变化的新需求，所以就有了我们今天要聊的

HTTP/2。

本文我们依然从需求的层面来谈，先分析 HTTP/1.1 存在哪些问题，然后再来分析 HTTP/2

是如何解决这些问题的。

我们知道 HTTP/1.1 为网络效率做了大量的优化，最核心的有如下三种方式：

1. 增加了持久连接；

2. 浏览器为每个域名最多同时维护 6 个 TCP 持久连接；

3. 使用 CDN 的实现域名分片机制。
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通过这些方式就大大提高了页面的下载速度，你可以通过下图来直观感受下：

HTTP/1.1 的资源下载方式

在该图中，引入了 CDN，并同时为每个域名维护 6 个连接，这样就大大减轻了整个资源的

下载时间。这里我们可以简单计算下：如果使用单个 TCP 的持久连接，下载 100 个资源所

花费的时间为 100 * n * RTT；若通过上面的技术，就可以把整个时间缩短为 100 * n *

RTT/(6 * CDN 个数)。从这个计算结果来看，我们的页面加载速度变快了不少。

HTTP/1.1 的主要问题

虽然 HTTP/1.1 采取了很多优化资源加载速度的策略，也取得了一定的效果，但是

HTTP/1.1对带宽的利用率却并不理想，这也是 HTTP/1.1 的一个核心问题。

带宽是指每秒最大能发送或者接收的字节数。我们把每秒能发送的最大字节数称为上行带

宽，每秒能够接收的最大字节数称为下行带宽。



之所以说 HTTP/1.1 对带宽的利用率不理想，是因为 HTTP/1.1 很难将带宽用满。比如我们

常说的 100M 带宽，实际的下载速度能达到 12.5M/S，而采用 HTTP/1.1 时，也许在加载

页面资源时最大只能使用到 2.5M/S，很难将 12.5M 全部用满。

之所以会出现这个问题，主要是由以下三个原因导致的。

第一个原因，TCP 的慢启动。

一旦一个 TCP 连接建立之后，就进入了发送数据状态，刚开始 TCP 协议会采用一个非常慢

的速度去发送数据，然后慢慢加快发送数据的速度，直到发送数据的速度达到一个理想状

态，我们把这个过程称为慢启动。

你可以把每个 TCP 发送数据的过程看成是一辆车的启动过程，当刚进入公路时，会有从 0

到一个稳定速度的提速过程，TCP 的慢启动就类似于该过程。

慢启动是 TCP 为了减少网络拥塞的一种策略，我们是没有办法改变的。

而之所以说慢启动会带来性能问题，是因为页面中常用的一些关键资源文件本来就不大，如

HTML 文件、CSS 文件和 JavaScript 文件，通常这些文件在 TCP 连接建立好之后就要发

起请求的，但这个过程是慢启动，所以耗费的时间比正常的时间要多很多，这样就推迟了宝

贵的首次渲染页面的时长了。

第二个原因，同时开启了多条 TCP 连接，那么这些连接会竞争固定的带宽。

你可以想象一下，系统同时建立了多条 TCP 连接，当带宽充足时，每条连接发送或者接收

速度会慢慢向上增加；而一旦带宽不足时，这些 TCP 连接又会减慢发送或者接收的速度。

比如一个页面有 200 个文件，使用了 3 个 CDN，那么加载该网页的时候就需要建立 6 *

3，也就是 18 个 TCP 连接来下载资源；在下载过程中，当发现带宽不足的时候，各个 TCP

连接就需要动态减慢接收数据的速度。

这样就会出现一个问题，因为有的 TCP 连接下载的是一些关键资源，如 CSS 文件、

JavaScript 文件等，而有的 TCP 连接下载的是图片、视频等普通的资源文件，但是多条

TCP 连接之间又不能协商让哪些关键资源优先下载，这样就有可能影响那些关键资源的下

载速度了。



第三个原因，HTTP/1.1 队头阻塞的问题。

通过上一篇文章，我们知道在 HTTP/1.1 中使用持久连接时，虽然能公用一个 TCP 管道，

但是在一个管道中同一时刻只能处理一个请求，在当前的请求没有结束之前，其他的请求只

能处于阻塞状态。这意味着我们不能随意在一个管道中发送请求和接收内容。

这是一个很严重的问题，因为阻塞请求的因素有很多，并且都是一些不确定性的因素，假如

有的请求被阻塞了 5 秒，那么后续排队的请求都要延迟等待 5 秒，在这个等待的过程中，

带宽、CPU 都被白白浪费了。

在浏览器处理生成页面的过程中，是非常希望能提前接收到数据的，这样就可以对这些数据

做预处理操作，比如提前接收到了图片，那么就可以提前进行编解码操作，等到需要使用该

图片的时候，就可以直接给出处理后的数据了，这样能让用户感受到整体速度的提升。

但队头阻塞使得这些数据不能并行请求，所以队头阻塞是很不利于浏览器优化的。

HTTP/2 的多路复用

前面我们分析了 HTTP/1.1 所存在的一些主要问题：慢启动和 TCP 连接之间相互竞争带宽

是由于 TCP 本身的机制导致的，而队头阻塞是由于 HTTP/1.1 的机制导致的。

那么该如何去解决这些问题呢？

虽然 TCP 有问题，但是我们依然没有换掉 TCP 的能力，所以我们就要想办法去规避 TCP

的慢启动和 TCP 连接之间的竞争问题。

基于此，HTTP/2 的思路就是一个域名只使用一个 TCP 长连接来传输数据，这样整个页面

资源的下载过程只需要一次慢启动，同时也避免了多个 TCP 连接竞争带宽所带来的问题。

另外，就是队头阻塞的问题，等待请求完成后才能去请求下一个资源，这种方式无疑是最慢

的，所以 HTTP/2 需要实现资源的并行请求，也就是任何时候都可以将请求发送给服务

器，而并不需要等待其他请求的完成，然后服务器也可以随时返回处理好的请求资源给浏览

器。

所以，HTTP/2 的解决方案可以总结为：一个域名只使用一个 TCP 长连接和消除队头阻塞

问题。可以参考下图：
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HTTP/2 的多路复用

该图就是 HTTP/2 最核心、最重要且最具颠覆性的多路复用机制。从图中你会发现每个请

求都有一个对应的 ID，如 stream1 表示 index.html 的请求，stream2 表示 foo.css 的请

求。这样在浏览器端，就可以随时将请求发送给服务器了。

服务器端接收到这些请求后，会根据自己的喜好来决定优先返回哪些内容，比如服务器可能

早就缓存好了 index.html 和 bar.js 的响应头信息，那么当接收到请求的时候就可以立即把

index.html 和 bar.js 的响应头信息返回给浏览器，然后再将 index.html 和 bar.js 的响应

体数据返回给浏览器。之所以可以随意发送，是因为每份数据都有对应的 ID，浏览器接收

到之后，会筛选出相同 ID 的内容，将其拼接为完整的 HTTP 响应数据。

HTTP/2 使用了多路复用技术，可以将请求分成一帧一帧的数据去传输，这样带来了一个额

外的好处，就是当收到一个优先级高的请求时，比如接收到 JavaScript 或者 CSS 关键资源

的请求，服务器可以暂停之前的请求来优先处理关键资源的请求。

多路复用的实现

现在我们知道为了解决 HTTP/1.1 存在的问题，HTTP/2 采用了多路复用机制，那 HTTP/2

是怎么实现多路复用的呢？你可以先看下面这张图：



HTTP/2 协议栈

从图中可以看出，HTTP/2 添加了一个二进制分帧层，那我们就结合图来分析下 HTTP/2 的

请求和接收过程。

首先，浏览器准备好请求数据，包括了请求行、请求头等信息，如果是 POST 方法，那

么还要有请求体。

这些数据经过二进制分帧层处理之后，会被转换为一个个带有请求 ID 编号的帧，通过协

议栈将这些帧发送给服务器。

服务器接收到所有帧之后，会将所有相同 ID 的帧合并为一条完整的请求信息。



从上面的流程可以看出，通过引入二进制分帧层，就实现了 HTTP 的多路复用技术。

上一篇文章我们介绍过，HTTP 是浏览器和服务器通信的语言，在这里虽然 HTTP/2 引入了

二进制分帧层，不过 HTTP/2 的语义和 HTTP/1.1 依然是一样的，也就是说它们通信的语

言并没有改变，比如开发者依然可以通过 Accept 请求头告诉服务器希望接收到什么类型的

文件，依然可以使用 Cookie 来保持登录状态，依然可以使用 Cache 来缓存本地文件，这

些都没有变，发生改变的只是传输方式。这一点对开发者来说尤为重要，这意味着我们不需

要为 HTTP/2 去重建生态，并且 HTTP/2 推广起来会也相对更轻松了。

HTTP/2 其他特性

通过上面的分析，我们知道了多路复用是 HTTP/2 的最核心功能，它能实现资源的并行传

输。多路复用技术是建立在二进制分帧层的基础之上。其实基于二进制分帧层，HTTP/2 还

附带实现了很多其他功能，下面我们就来简要了解下。

1. 可以设置请求的优先级

我们知道浏览器中有些数据是非常重要的，但是在发送请求时，重要的请求可能会晚于那些

不怎么重要的请求，如果服务器按照请求的顺序来回复数据，那么这个重要的数据就有可能

推迟很久才能送达浏览器，这对于用户体验来说是非常不友好的。

为了解决这个问题，HTTP/2 提供了请求优先级，可以在发送请求时，标上该请求的优先

级，这样服务器接收到请求之后，会优先处理优先级高的请求。

2. 服务器推送

除了设置请求的优先级外，HTTP/2 还可以直接将数据提前推送到浏览器。你可以想象这样

一个场景，当用户请求一个 HTML 页面之后，服务器知道该 HTML 页面会引用几个重要的

JavaScript 文件和 CSS 文件，那么在接收到 HTML 请求之后，附带将要使用的 CSS 文件

然后服务器处理该条请求，并将处理的响应行、响应头和响应体分别发送至二进制分帧

层。

同样，二进制分帧层会将这些响应数据转换为一个个带有请求 ID 编号的帧，经过协议栈

发送给浏览器。

浏览器接收到响应帧之后，会根据 ID 编号将帧的数据提交给对应的请求。
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和 JavaScript 文件一并发送给浏览器，这样当浏览器解析完 HTML 文件之后，就能直接拿

到需要的 CSS 文件和 JavaScript 文件，这对首次打开页面的速度起到了至关重要的作用。

3. 头部压缩

无论是 HTTP/1.1 还是 HTTP/2，它们都有请求头和响应头，这是浏览器和服务器的通信语

言。HTTP/2 对请求头和响应头进行了压缩，你可能觉得一个 HTTP 的头文件没有多大，压

不压缩可能关系不大，但你这样想一下，在浏览器发送请求的时候，基本上都是发送 HTTP

请求头，很少有请求体的发送，通常情况下页面也有 100 个左右的资源，如果将这 100 个

请求头的数据压缩为原来的 20%，那么传输效率肯定能得到大幅提升。

总结

好了，今天就介绍这里，下面我来总结下本文的主要内容。

我们首先分析了影响 HTTP/1.1 效率的三个主要因素：TCP 的慢启动、多条 TCP 连接竞争

带宽和队头阻塞。

接下来我们分析了 HTTP/2 是如何采用多路复用机制来解决这些问题的。多路复用是通过

在协议栈中添加二进制分帧层来实现的，有了二进制分帧层还能够实现请求的优先级、服务

器推送、头部压缩等特性，从而大大提升了文件传输效率。

HTTP/2 协议规范于 2015 年 5 月正式发布，在那之后，该协议已在互联网和万维网上得到

了广泛的实现和部署。从目前的情况来看，国内外一些排名靠前的站点基本都实现了

HTTP/2 的部署。使用 HTTP/2 能带来 20%～60% 的效率提升，至于 20% 还是 60% 要

看优化的程度。总之，我们也应该与时俱进，放弃 HTTP/1.1 和其性能优化方法，去“拥

抱”HTTP/2。

思考时间

虽然 HTTP/2 解决了 HTTP/1.1 中的队头阻塞问题，但是 HTTP/2 依然是基于 TCP 协议

的，而 TCP 协议依然存在数据包级别的队头阻塞问题，那么你觉得 TCP 的队头阻塞是如何

影响到 HTTP/2 性能的呢？

欢迎在留言区与我分享你的想法，也欢迎你在留言区记录你的思考过程。感谢阅读，如果你

觉得这篇文章对你有帮助的话，也欢迎把它分享给更多的朋友。
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安思科
2019-10-12

前几天，http3已经在chrome和curl试用，使用UDP试图解决对头阻塞问题。
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滇西之王
2019-10-12

在tcp层 Tls层以上的数据都是tcp层的数据，tcp层对每个数据包都有编号，分为1，2，3
.... tcp保证双向稳定可靠的传输，如果2包数据丢失，1号包和3号包来了，那么在超时重传
时间还没有收到2编号数据包，服务端会发送2号数据包，客服端收到之后，发出确认，服
务端才会继续发送其他数据，客服端数据才会呈现给上层应用层，这样tcp层的阻塞就发生
了

展开
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精选留言 (6)  写留言



蓝配鸡
2019-10-12

思考题我的愚见： 
一个http请求会被TCP拆成多份传输，接收方需要重新拼接， 如果其中一份由于某些原因
没到达， 那么TCP会等待那份数据包从而形成了阻塞。 
 
对HTTP2的影响： …
展开
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Chao
2019-10-12

由于多路复用，反而产生队头阻塞时， 影响比http1.1更为巨大。  
在目前TCP下解决这个问题还是很困难的

展开
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Peter Cheng
2019-10-12

TCP的队头阻塞，TCP传输过程中也是把一份数据分为多个数据包的。当其中一个数据包没
有按照顺序返回，接收端会一直保持连接等待数据包返回，这时候就会阻塞后续请求。

 

許敲敲
2019-10-12

老师你好，想问一下。HTTP2传输数据是一帧一帧的，然后再合并。那么这一帧一帧也会
有顺序嘛？ 客户端合并的话，是怎么合并的呢？会不会乱序？
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