
更新时间：2019-10-01 20:52:06

10 有福同享，有难同当—原子性

从本节开始，我们进入新一章的学习–《并发的问题和原因详解》。关于如何实现并发，前文已经做了详尽的讲

解。现在我们可以轻松的启动多个线程来完成工作，但是同样也会面临各种各样的问题。例如前一节的例子，学生

和老师都要访问任务列表这个共享资源的时候，我们的程序必须加上同步才能正常运行。其实这只是问题之一，还

有更多的问题等待着我们。

所有并发程序都需要保证线程的安全性，那么什么是线程的安全性呢？其实很难给出一个非常正式的定义。有些定

义虽然没有错误，但好像说的又是废话。例如，线程安全是指一个类在多线程并发的情况下可以安全使用。这种定

义没有任何指导价值。

其实线程安全中的安全，是指程序的正确性。程序不但要在单线程的时候保证正确，在多线程并发的时候也要保证

程序计算的正确性。比如我们最初几版抄写单词的代码，只有一个线程运行是正确的，但多线程并发会使得抄写次

数超过要求次数，也就是说程序运行结果不正确，那么就是非线程安全的。最后一版我们经过修改，确保多线程并

行，抄写次数的总和等于要求的次数，那么就是线程安全的。所以我们线程安全可以这样定义：某个类，在多线程

并发访问时，始终能够确保运行的正确性，那么这个类就是线程安全的。

确保线程安全，会面对诸多挑战。在本章中，我们将分析多线程开发中会遇到的典型问题以及其产生的根本原因。

解决了这些问题，也就保证了线程安全。最后为了帮助大家对多线程问题产生的原因有更为深入的理解，我会用一

节来介绍Java的内存模型。只有深刻理解了我们所使用语言的底层原理，才能够从容应对任何问题，万变不离其

宗。

1. 并发编程的三大特性

耐心和恒心总会得到报酬的。

——爱因斯坦
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所有讲并发编程的书籍都会讲到并发编程的三大特性，这是并发编程中所有问题的根源，我们只有深刻理解了这三

大特性，才不会编写出漏洞百出的并发程序，才不会遇到问题时无从下手，才不会对自己的程序没有信心。

这三大特性是：

1、原子性

所有操作要么全部成功，要么全部失败。

2、可见性

一个线程对变量进行了修改，另外一个线程能够立刻读取到此变量的最新值。

3、有序性

代码在执行阶段，并不一定和你的编写顺序一致。

以上是对三大特性的简单解释。不理解也没有关系，本章中会一一进行讲解。在本节中我们重点来看原子性。

2. 什么是原子性

原子性是三大特性中最好理解的一个。只要你做过程序开发，应该都会听说过原子性。如果没有，那么至少听说过

事务吧？原子性是事务的四大特性—ACID 之一，并且位居首位，可见其重要性。那么到底什么是原子性呢？原子

性的重点在原子上。如果你的初中物理和化学，还没有因全身心投入到计算机行业，而全部还给老师，那么应该还

记得原子在化学反应中不可以再分割。其实所谓的原子性就是不可分割性。做为一个整体的N次操作不可分割，一

荣俱荣，一损俱损。

我们抄写单词的例子中有三步操作。第一步，查询剩余抄写次数。第二步，如果剩余次数大于零，把次数-1。第三

步，把新的剩余次数更新到 punishment 对象中。这三步操作是原子操作。在操作期间，别的线程不能读取剩余抄

写次数，以免别的取到更新前的旧值而重复抄写。这里我们引入一个新的概念：竞态条件。

3. 竞态条件

竞态条件是指，在多线程的情况下，由于多个线程执行的时序不同，而出现不正确的结果。上文的例子是典型的先

检查后执行，这也是最常见的竞态条件类型。上面例子的问题出现在第 2、3 步操作依赖于第1步的检查，而第一步

的检查结果并不能保证在执行 2、3 步的时候依旧有效。这是因为其它线程可能在你在执行完第一步时已经改变了

剩余次数。此时 2，3 步依旧会按照已经失效的检查结果继续执行，那么线程安全问题就出现了。



其实现实中，我们也会经常遇到竞态条件。举个例子，你的室友中午要出去办事，可能赶不上下午第一节课。他拜

托你，如果老师点名时他还没回来，帮他答一下到。下午第一节课果然老师点名了，眼看就要点到你的室友，你环

顾了下四周，确认室友没有赶回来，然后紧张的等待老师点到室友的名字。老师又点了几个名字后，终于点到了你

室友的名字。你故作镇定，沉稳、大方的喊了声：到！但令人尴尬的是，几乎同时，教室后面也传出了一声铿锵有

力的到！你回头一看，就这几秒钟的时间，室友已经赶回了教室，从后门溜进来坐在了最后一排。

这就是竞态条件，你观察到室友没有来上课的结果，在你替室友答到的时候已经失效了。但你并不知道，依旧按照

失效的观测结果执行答到。最后造成了尴尬的局面。你们精心设计好的程序执行错误，穿帮了。这多像我们精心编

写一段并发程序，信心满满的去执行，却发现执行结果是错误的。

竞态条件并不一定会造成问题，正如我们前面的程序，在第一版改进后，抄写 1000 次单词，并不会出现错误。但

是抄写 1 万次以上时，就会出现问题。这是因为在多线程执行时，不同线程的不同步骤在特定时序执行才会出问

题。而执行次数越多就越可能碰上导致出错的特定时序。回到例子，如果你的室友没有偏偏赶在你观察和点名之前

那个时间段回到教室，就不会出现任何问题。

单例是个经典的话题。仅是单例有几种写法，都够程序员们争论几天。其中有一种写法如下：

这段代码在非并发的情况下没有任何问题。但是在并发的情况下，因为竞态条件有可能引发错误。如果线程 A 在判

断 singleton 为空并且创建 singleton 对象之前，线程B也开始执行这段代码，它同样会判断 singleton 为空去创建

singleton，这样本来的单例却变成了双例，和我们期望的正确结果不一致。

3. 总结

public class Singleton {
    private static Singleton singleton = null;

    private Singleton() {
    }

    public static Singleton getInstance() {
        if(singleton==null){
            singleton = new Singleton();
        }
        return singleton;
    }
}
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09 使用多线程实现分工、解耦、
缓冲—生产者、消费者实战 11 眼见不实—可见性

如果在需要保证原子性的一组操作中，有竞态条件产生，那么就会出现线程安全的问题。我们可以通过为原子操作

加锁或者使用原子变量来解决。原子变量在 java.util.concurrent.atomic 包中，它提供了一系列的原子操作。后面的

章节我们会深入讲解原子变量的使用和原理。
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