
更新时间：2020-03-18 10:18:13

03 Schema 设计规范是什么样的 ？

通常，我们所说的 Schema 设计指的是对数据表的的设计，这里，我将它的概念扩展为对库和表的设计。毕竟，我

们在对 MySQL 基本的使用中，也就是根据业务需求去创建数据库、创建数据表。另外，我还是要做出一点强调：

规范是一种通用的建议，并不一定适用于所有的场景，一定要仔细分析需求再做出合适的取舍。

1 Schema 设计的目标和原则

在讨论具体的设计规范之前，需要搞清楚我们追求的目标是什么，即遵循这样的规范，能够获得怎样的收益。同

时，也要知道一些 MySQL 的基本特性，以此来把握设计的原则。

1.1 Schema 设计的目标

通俗的说，不论是 MySQL 还是其他工具也好，最基本的设计目标肯定是可用。如果可以，就在可用的基础之上，

再去追求好用。下面，我来详细的对可用和好用的设计目标进行解读。

可用的设计目标

书是人类进步的阶梯。——高尔基
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如果你设计的数据库和数据表能够支撑当前的业务需求，且在技术实现上没有太大的弊端，那么，我们就可以

说它是可用的。更深层的看，这个设计目标的核心其实是对需求的理解。确实，理清了需求，你会得出结论：

应该存储哪些数据、这些数据是什么类型、在代码中怎样使用这些数据等等。余下的建库建表也自然就是水到

渠成了。

好用的设计目标

需求也许不会变化，但是随着业务量的增长触发数据和并发的增长，数据库是否还能保持相对较高的性能是个

值得思考的问题，同时也是衡量设计目标是否好用的重要指标。

无论什么时候，我们对 MySQL（数据库）的使用都肯定是围绕数据的增删改查。而这些基本的操作，当数据

量加速膨胀的过程中，也会引起性能瓶颈。所以，好用的设计目标讲究能够 “预见未来”，能够对未来做出预

判。例如：将通用信息单独使用一张表存储、建立适当的索引等等。

1.2 Schema 设计的原则

鉴于 MySQL 的一些固有属性（特性），在使用上我们通常都会遵守一些 “共识”，而这些是与具体的业务没有相关

性的。下面，我将会介绍一些通用的设计原则，它们有些是关于库的，有些是关于表的。

使用小写的名称，且只有英文字母：不论是库、表还是数据列，应该是只包含英文字母的名称，不要出现特殊

字符或者是数字。这也比较好理解，英文字母不论是阅读还是编码都非常的便捷。另外，由于 MySQL 是大小

写不敏感的，选择一律小写的名称能够统一书写规则，避免不必要的书写错误。

取一个有意义的名称，单词之间使用下划线连接：除了基本的名称书写规范之外，取一个有意义的名称是非常

有必要的。例如：我们需要创建学生表，表的名称叫做 student 就会比 other 更易理解。当然，可能有些时候

我们无法用一个单词表达清楚想要的含义，此时，可以使用多个单词，且单词之间使用下划线连接，例如：

insert_time。最后，名称不要过长，最长不要超过 32 个字符。

记住 “够用且尽量小” 的原则：很明显，这条原则对应的是数据表列的数据类型选择问题。占用空间少的数据类

型最直接的优势就是减少了用户数据存储空间和索引存储空间，这对于数据传输与检索的性能提高有着巨大意

义。

不要使用物理外键：物理外键是说让数据库去管理表与表之间的关联关系，而它相对的逻辑外键，则是我们自

己用代码去管理这种关系。这是因为物理外键存在两个重大缺陷：消耗数据库资源，降低数据库实例可扩展

性；母表一旦受损，子表很难恢复，造成数据丢失。

表一定要有主键：MySQL 并不要求表一定要有主键，但是主键的作用是能够唯一区分表中的每一行。没有主

键，更新或删除表中的特定行将会很困难，因为没有安全的方法保证只涉及相关的行。并且，主键能够为方便

扩展、高可用的数据库系统做铺垫。

保持一致的字符集：库、表、数据列的字符集都应该是一致的，统一为 utf8 或 utf8mb4。字符集编码不仅影响

数据存储，还会影响客户端与数据库之间的交互，最常见的问题就是字符集导致的乱码。所以，相同的字符集

更利于管理，也更方便去排查问题。

2 库设计规范

MySQL 中库的概念是比较简单的，通常，我们会通过这样的语句去创建库：

库创建完了（符合之前所讲解的原则：名称、字符集等）之后，下一步就是在库中创建表。那么，一个库中允许存

放多少个表呢 ？或者说，一个库中存储多少张表才合理呢 ？

CREATE DATABASE [IF NOT EXISTS] database_name;



2.1 一个库应该存储多少张表  ？

首先，我们可以使用如下的 SQL 语句查看系统库 mysql 中定义了多少张表：

可以看到，mysql 库（注意区分是系统库）中定义了 31 张表。由于它是 MySQL 的系统库，所以我们可以理所应

当的认为它是合理的。换句话说，一个库中至少是可以存储 31 张表的。但是，得出这样的结论仅仅是靠猜测，没

有任何站得住脚的依据。

MySQL 自身并没有对库的容量做出限制，也就是说，你几乎不用考虑表的数量上限问题。但是，当表的数量越

多，越容易产生以下问题（以下所讨论的都是单个库）：

表越多，需要维护的元数据（表结构、统计信息等）就会越多。即使是这些元数据只占据很少的空间，但是也

会让管理这些元数据变得很复杂，且通常也是不合理的需求分析造成的；

表越多，可能存储的数据量也会越大，这无疑会给数据库造成压力。且大量的数据聚集在同一个库中也是非常

危险的，一旦出现库损坏，丢失的数据量也会更多。

综上所述，我们讨论了单库中表太多的缺陷，再去结合日常的工作实践来说，建议大家在一个库中创建的表数量不

要超过 200。更常见的情况是，一个库中只维护几十到 100 张表。

3 表设计规范

不同于库比较单一的属性，在设计表时，需要考虑很多问题，毕竟我们操作的直接对象是表。下面，我将会分析讲

解设计表时需要考虑的三点问题。

3.1 怎样理解范式和反范式

相信我们在刚开始接触数据库的时候就听过范式的概念，它的核心思想是数据只出现一次，不存在信息冗余。而反

范式的概念也就是破坏了范式的规范，它允许出现冗余的数据。所以，对于这个问题来说，它聚焦的点在于：冗余

字段是否是可取的。

对于任何给定的数据来说，我们可以设计各种各样的存储方案，从完全范式化到完全反范式化，或者兼顾两者。对

于范式化的设计，有着这样的优点：

使用更少的存储空间

由于没有冗余存储，增删改查的速度相对较快

但是，如果我们想要的数据出现在两张或者多张表中，对于范式不存在冗余的设计，就不得不采用关联查询。而这

恰恰是反范式设计最大的优势，适当的冗余设计，可以减少或避免表关联，提高查询效率。

所以，没有冗余就未必是好的，有时为了提高工作效率（对于查询大于更新的业务），就必须采用反范式的设计，

适当的让数据存在冗余。

3.2 宽表与窄表怎样做出选择

mysql> SELECT COUNT(*) TABLES, table_schema FROM information_schema.TABLES WHERE table_schema = 'mysql' GROUP BY table_schema
;
+--------+--------------+
| TABLES | table_schema |
+--------+--------------+
|     31 | mysql        |
+--------+--------------+



字面意思理解，宽表就是数据列比较多的表，而窄表刚好相反，数据列比较少。MySQL 对于每张表有 4096 个列

的硬限制，而真正在使用上的限制又会取决于你所使用的存储引擎。例如：对于 InnoDB 来说，一张表最多可以有

1017 列。在不考虑 “宽和窄” 的问题上来说，MySQL 和存储引擎支持的列数目肯定是足够的了。

在讲解宽表和窄表的优缺点之前，我这里给出一个定义：以 40 列为界，超过 40 列的表，我们可以称之为宽表，

相对的，少于 40 列的表，我们称之为窄表。但同时，需要知道，这里的数字是人为定义的，MySQL 规范中并没

有这种定义。我这里的划分是基于工作经验和总结，当然，你也可以有自己的数字界限。那么，不论是宽表还是窄

表，它们一定各自都会有相应的优缺点：

窄表较多，数据列会更加分散，编写关联查询的难度就会很大

数据项会有不同的安全级别，宽表中涉及的列过多，数据权限的管理会带来很大的挑战

窄表数据量通常较少，但是等量的数据项会创建更多的表，管理难度大

宽表数据量通常较大，单表占据的存储空间过大，会降低排序、分组等查询的性能

综上所述，我们应该从多个角度去分析问题，完美的选择几乎是不存在的，我们在拥抱有利之处的时候，也不可避

免的会摄入弊端，也正所谓鱼和熊掌不可兼得。

3.3 合理的索引是提升性能的关键

我们对索引的概念一定不会陌生，它能够加速表数据的查询，但是相应的，它也会占据一定的存储空间，也就是典

型的以空间换时间的优化策略。另外，索引的存在，也会使插入、删除、更新的性能降低，因为这些操作都会伴随

着索引的修改。所以，这一条设计规范所要追求的是空间与时间的平衡，达到既不占用过多的存储空间，也有较高

的查询性能。

索引要建的合理，就必须要知晓并理解 MySQL 中索引创建和使用的特性：

一定要为作为搜索条件的字段创建索引，不是搜索条件的字段建索引反而会降低使用性能

选择区分度高的字段作为索引字段，重复性高的字段不要加索引

联合索引存在 “最左前缀” 的特性，不要建多余的索引

最后，如果一张表中已经存在了大量的数据，再去创建索引的过程会相当漫长，且可能会影响线上服务。此时，应

该评估是否是在原表上增加索引还是创建新表并迁移数据。

4 总结

对于 Schema 设计规范，MySQL 并没有提供太多要求或建议，所以，更多的是经验之谈。我们在做工程，做设计

的时候，不要总想着 “一步到位”，过程一定是逐步迭代出来的。只有当你知道了这样的设计不好，你才能真正明白

那样的设计是好的。多练习、多尝试、多总结，你也可以形成自己的一套规范。

5 问题

如果你的表没有定义主键，你知道 MySQL 会怎么做吗 ？

我需要创建一个学校库，存储教师、学生、院系等信息，你觉得叫做 school 好吗 ？为什么 ？

我编写的 SQL 语句需要做多表的 join 操作，应该给哪些列建索引呢 ？
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