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37 Java避坑宝典

1.前言

本章前面两节讲述了 Git 、数据库以及其他方面的各种坑点，并给出了针对某些具体坑点的建议。

本节将综合各种坑点和实际的开发经验，给出更宏观的避坑原则和具体的避坑经验1。

2.关于趟坑的一切

2.1 趟坑的原因分析

2.1.1 技术原理理解不到位

由于很多人不重视原理的学习，对很多技术理解不够深入，容易出现误用的情况。

比如 Git 理解不到位，本该从 master 拉取新分支开发新功能，却从另外一个项目分支拉取新的开发分支，导致项

目上线带上了本不该发布的功能代码，从而出现故障。

比如对线程池的理解不够深入，使用 Executors 构造无界线程和无界队列的线程池，导致 OOM。

2.1.2 没有养成好的习惯

开发前没有仔细梳理需求的习惯；开发时没有自我代码审查的习惯；测试时没有看错误日志的习惯；上线前没有检

查各种配置的习惯；上线过程中和上线后没有关注线上日志的习惯。

2.1.3 经验不够丰富

如果说我比别人看得要远一点，那是因为我站在巨人的肩上。——牛顿
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比如测试时没有充分评估影响面，导致漏测出现故障；

比如线上执行删除操作时，没有开启事务，也没有仔细反复检查；

比如都不认为自己依赖的服务会挂掉，不认为网络抖动会影响到自己的项目；

打印了敏感信息的日志，如果客户的住址、手机号、敏感账户等信息。

比如评估任务之前非常想当然，按照经验评估，而不是核实好每个接口，做好技术方案，留出灵活的时间，导致中

间发现很多东西和自己想的不一样，项目经常延期。

2.1.4 缺乏思考

很多人趟坑的另外一个重要原因是思考，不去思考为什么要这么设计，并且设计方案没有在头脑中推演。

由于缺乏思考，产品说啥就做啥，如果产品早期设计有问题，后期大量修改就会跟着被动修改。

2.1.5 缺乏技术追求

很多人开发抱着一种完成任务就好的态度，缺乏技术追求。

2.2 宏观避坑经验

2.2.1 加强学习

重视官方文档。官方文档才是最权威最准确的参考资料，希望可以引起大家足够的重视；

加强专业知识的学习，可以重温大学最重要的四本课：操作系统、计算机网络、数据结构和算法、计算机组成原

理，还可以购买黑皮书系列；

平时看书尽量购买经典的技术图书，有些技术图书要反复看；

平时开发时，如果不是特别忙可以进入到源码中，看源码的核心函数的注释和逻辑学习源码；

平时调试问题时，可以使用各种调试技巧来学习源码，比如查看调用栈、执行表达式等；

购买某个技术的专栏。专栏的质量一般都会偏高，大家可以通过专栏的学习，加深对某项技术的理解。

2.2.2 养成好的习惯

要明确每个阶段自己的主要任务，甚至前一个阶段如果提前完成或者有时间可以提前准备后一个阶段的内容。

编码前：认真阅读需求文档，通过思维导图 和各种 UML 图来梳理需求和设计技术方案。

开发中多将自己的代码和 master 进行比对，及时发现自己代码中存在的问题。养成编写单元测试的习惯，单元测

试

可以帮助你发现一些粗心导致的错误，帮你发现一些逻辑问题等。写代码时要注意编码规范，日志规范，注释规范

等。

养成用静态代码检查插件检查自己代码的习惯，尽可能在编码阶段发现和解决问题。开发过程中一定本地编译通过

再提交代码。



测试阶段一定重视错误日志，遇到问题及时修改；测试时不仅要测试正常情况，要以破坏者的角度自测。测试阶段

要任何和预期不符的现象都要引起足够的重视。

发布前重新检查上线清单，核查配置是否都已经设置好，通知合作方就绪。

发布阶段及时观察错误日志、观察请求错误情况。

2.2.3 积累开发经验

很多人的思维很奇怪，总是轻视别人的经验，这样容易走弯路，希望大家多从别人身上吸收经验。

每一个自己开发的大项目做完以后都要复盘，反思在从需求分析到上线整个过程中，本次项目自己存在哪些问题，

编码中哪个设计不够完善，并总结出可供未来参考的经验。

了解微服务的核心构成，了解每种常用技术存在的主要问题和主要的解决方案。

多看《手册》、《Effective Java》、《重构》、《编写可维护代码的艺术》这饱含者前辈智慧的计算机开发经验的

经典图书。

学习和实践高级的调试技巧，帮助自己更快定位问题，更好地学习源码。

要养成“面向失败编程”的思维习惯，要考虑各种依赖方出现问题对自己造成的影响，如果有可能可以设计出兜底方

案。

多了解和实践软件设计的基本原则：高内聚、低耦合；

开发中多体会设计模式的六大原则：单一职责、里氏替换、依赖倒置、接口隔离、迪米特法则、开闭原则；学习经

典设计模式的使用场景，优点、缺点和核心实现逻辑等。

注意：这里列举的规则并不是让大家背诵，而是希望大家能实实在在地去理解它们。

当发现公司其他团队或者团队的其他成员的代码出 BUG 甚至发生故障时，要了解出现问题的原因，自己后面开发

时要注意规避。

如果有时间可以看看其他同事的技术方案，思考他做方案是为什么会这么设计，这样设计有什么好处等。

多和一些志同道合的朋友交流不涉及具体公司具体代码和业务内容的通用的开发经验。

积累一些具体的开发经验，如：

加开关

如果对某个功能真得没把握，公司提供灰度发布，可以按比例切流量到包含新功能服的务器。如果没提供，可

以用 apollo 做功能开关，验证有问题及时关闭；

如果某个功能有时需要打开，有时需要关闭，设计时可以通过apollo来控制，避免打开或关闭时需要修改源码

发布。



加默认值

比如调用某个接口，其中IP 是必传字段，如果不传会报错，如果场景允许，可以在不传时给一个默认值，并

加上警告日志，这样就可以避免线上问题。

加白名单

有些数据要走特殊逻辑，可以通过apollo 加入白名单。

预留拓展字段

有些功能注定会拓展，可以预留一个拓展字段。

等等。

2.2.4 做技术的思考者

通过本专栏的一些解读，很多朋友会发现：知道是什么，为什么可能比怎么做更重要。

因为很多人之所以不知道该怎么做，恰恰是因为并没有真正理解清楚概念，并没有认真思考过为什么要这样。

2.3 排错技巧

2.3.1 先猜想后验证

大家在遇到坑需要排查问题时，一定要根据已有知识根据可能性列举出几种最大概率的原因，然后再分别验证。

2.3.2 控制变量法

有时候我们分析问题时会发现可能受到多种因素影响，此时我们要尽量让一个因素成为变量，其他的因素成为常

量。

这样通过控制其他因素可以有效验证当前的因素是否是错误的主要原因。

2.3.3 缩小范围

通过 F12 看请求和响应信息来定位问题是前端还是后端。

比如 4xx 响应码大都是前端错误； 5xx 响应码大都是后端错误。

2.3.4 换环境大法

比如发现了诡异的问题，我们可以换环境，比如浏览器开无痕模式、换浏览器、换个项目、让同事用他的电脑试试

等等。

2.3.5 代码审查大法

代码审查小节给出了非常详细地讲解。

出现问题时，可以重新检查自己的代码逻辑，检查代码是否有性能问题，分析代码可能出错的原因。

2.3.6 善用工具



日志分析大法

遇到问题优先查看日志，平时要熟练掌握 tail、grep、less 等操作日志的指令。

调试大法

前面章节中有讲到 Java 代码调试的基本技巧和高级技巧。

大家通过调试来分析问题时，要灵活运用这些调试技巧。

抓包工具

可以使用 tcpdump 命令抓取网络包来分析问题。

比如分析某个消息是否正常发送出去，可以通过该命令抓取自己的 topic，还可以通过消息的控制台观察消费情况

来核实。

反编译和反汇编

对于涉及到源码或者语法糖的问题，大家还可以通过反编译和反汇编来分析问题。

配套监控网站

比如排查消息队列的问题，可以看公司的消息队列对应 topic 和 channel 的相关信息，辅助我们排查问题。

arthas线上问题诊断工具

可以借助 arthas的强大功能来分析线上问题。这需要在没有遇到问题时，本地多次训练学习。

2.3.7 搜索引擎

建议大家灵活运用搜索引擎，善于从网上寻找类似错误，找到启发。

多去StackOverFlow 中去搜索问题。

2.3.8 寻求帮助

紧急的问题自己无法处理，及时寻求帮助。

另外平时遇到一些很难排查的诡异的问题，自己卡住很久可以放一段时间再研究，会发现突然有思路，也可以让同

事帮一起研究，有时候自己苦思冥想想不明白的事情，别人很快就可以想出原因，给出更合理的建议等。

最后，建议大家平时没遇到问题的时候多了解别人的坑，本地写 DEMO演练，这样真正遇到问题时才不会那么方。

3.总结

本小节分析了开发中遇到坑的原因，主要包括基础不扎实、没有养成好的习惯、缺乏开发经验，缺乏思考等。针对

这些问题给出了具体的建议。

希望大家能够更多地从别人的坑中学到经验，增强专业素养，提高编码水平，多产出少犯错。

下一节将对本专栏做最后的总结。
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