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上一讲我介绍了 JVM 内存区域的划分，总结了相关的一些概念，今天我将结合 JVM 参

数、工具等方面，进一步分析 JVM 内存结构，包括外部资料相对较少的堆外部分。

今天我要问你的问题是，如何监控和诊断 JVM 堆内和堆外内存使用？

典型回答

了解 JVM 内存的方法有很多，具体能力范围也有区别，简单总结如下：



可以使用综合性的图形化工具，如 JConsole、VisualVM（注意，从 Oracle JDK 9 开

始，VisualVM 已经不再包含在 JDK 安装包中）等。这些工具具体使用起来相对比较直

观，直接连接到 Java 进程，然后就可以在图形化界面里掌握内存使用情况。



 下载APP 



以 JConsole 为例，其内存页面可以显示常见的堆内存和各种堆外部分使用状态。

这里有一个相对特殊的部分，就是是堆外内存中的直接内存，前面的工具基本不适用，可以

使用 JDK 自带的 Native Memory Tracking（NMT）特性，它会从 JVM 本地内存分配的

角度进行解读。

考点分析

今天选取的问题是 Java 内存管理相关的基础实践，对于普通的内存问题，掌握上面我给出

的典型工具和方法就足够了。这个问题也可以理解为考察两个基本方面能力，第一，你是否

真的理解了 JVM 的内部结构；第二，具体到特定内存区域，应该使用什么工具或者特性去

定位，可以用什么参数调整。

对于 JConsole 等工具的使用细节，我在专栏里不再赘述，如果你还没有接触过，你可以参

考JConsole 官方教程。我这里特别推荐Java Mission Control（JMC），这是一个非常强

大的工具，不仅仅能够使用JMX进行普通的管理、监控任务，还可以配合Java Flight

Recorder（JFR）技术，以非常低的开销，收集和分析 JVM 底层的 Profiling 和事件等信

息。目前， Oracle 已经将其开源，如果你有兴趣请可以查看 OpenJDK 的Mission

Control项目。

关于内存监控与诊断，我会在知识扩展部分结合 JVM 参数和特性，尽量从庞杂的概念和

JVM 参数选项中，梳理出相对清晰的框架：

也可以使用命令行工具进行运行时查询，如 jstat 和 jmap 等工具都提供了一些选项，可

以查看堆、方法区等使用数据。

或者，也可以使用 jmap 等提供的命令，生成堆转储（Heap Dump）文件，然后利用

jhat 或 Eclipse MAT 等堆转储分析工具进行详细分析。

如果你使用的是 Tomcat、Weblogic 等 Java EE 服务器，这些服务器同样提供了内存管

理相关的功能。

另外，从某种程度上来说，GC 日志等输出，同样包含着丰富的信息。

细化对各部分内存区域的理解，堆内结构是怎样的？如何通过参数调整？

堆外内存到底包括哪些部分？具体大小受哪些因素影响？

https://docs.oracle.com/javase/7/docs/technotes/guides/management/jconsole.html
http://www.oracle.com/technetwork/java/javaseproducts/mission-control/java-mission-control-1998576.html
https://en.wikipedia.org/wiki/Java_Management_Extensions
https://docs.oracle.com/javacomponents/jmc-5-4/jfr-runtime-guide/about.htm#JFRUH171
http://openjdk.java.net/projects/jmc/


知识扩展

今天的分析，我会结合相关 JVM 参数和工具，进行对比以加深你对内存区域更细粒度的理

解。

首先，堆内部是什么结构？

对于堆内存，我在上一讲介绍了最常见的新生代和老年代的划分，其内部结构随着 JVM 的

发展和新 GC 方式的引入，可以有不同角度的理解，下图就是年代视角的堆结构示意图。 

你可以看到，按照通常的 GC 年代方式划分，Java 堆内分为：

1. 新生代

新生代是大部分对象创建和销毁的区域，在通常的 Java 应用中，绝大部分对象生命周期都

是很短暂的。其内部又分为 Eden 区域，作为对象初始分配的区域；两个 Survivor，有时

候也叫 from、to 区域，被用来放置从 Minor GC 中保留下来的对象。

JVM 会随意选取一个 Survivor 区域作为“to”，然后会在 GC 过程中进行区域间拷贝，

也就是将 Eden 中存活下来的对象和 from 区域的对象，拷贝到这个“to”区域。这种设

计主要是为了防止内存的碎片化，并进一步清理无用对象。

从内存模型而不是垃圾收集的角度，对 Eden 区域继续进行划分，Hotspot JVM 还有一

个概念叫做 Thread Local Allocation Buffer（TLAB），据我所知所有 OpenJDK 衍生

出来的 JVM 都提供了 TLAB 的设计。这是 JVM 为每个线程分配的一个私有缓存区域，

否则，多线程同时分配内存时，为避免操作同一地址，可能需要使用加锁等机制，进而影

响分配速度，你可以参考下面的示意图。从图中可以看出，TLAB 仍然在堆上，它是分配

在 Eden 区域内的。其内部结构比较直观易懂，start、end 就是起始地址，top（指针）



2. 老年代

放置长生命周期的对象，通常都是从 Survivor 区域拷贝过来的对象。当然，也有特殊情

况，我们知道普通的对象会被分配在 TLAB 上；如果对象较大，JVM 会试图直接分配在

Eden 其他位置上；如果对象太大，完全无法在新生代找到足够长的连续空闲空间，JVM

就会直接分配到老年代。

3. 永久代

这部分就是早期 Hotspot JVM 的方法区实现方式了，储存 Java 类元数据、常量池、

Intern 字符串缓存，在 JDK 8 之后就不存在永久代这块儿了。

那么，我们如何利用 JVM 参数，直接影响堆和内部区域的大小呢？我来简单总结一下：

则表示已经分配到哪里了。所以我们分配新对象，JVM 就会移动 top，当 top 和 end 相

遇时，即表示该缓存已满，JVM 会试图再从 Eden 里分配一块儿。 



默认情况下，这个数值是 2，意味着老年代是新生代的 2 倍大；换句话说，新生代是堆大

小的 1/3。

最大堆体积

1 -Xmx value

复制代码

初始的最小堆体积

1 -Xms value

复制代码

老年代和新生代的比例

1 -XX:NewRatio=value

复制代码

当然，也可以不用比例的方式调整新生代的大小，直接指定下面的参数，设定具体的内存

大小数值。

1 -XX:NewSize=value

复制代码

Eden 和 Survivor 的大小是按照比例设置的，如果 SurvivorRatio 是 8，那么 Survivor

区域就是 Eden 的 1/8 大小，也就是新生代的 1/10，因为 YoungGen=Eden +

2*Survivor，JVM 参数格式是

复制代码



不知道你有没有注意到，我在年代视角的堆结构示意图也就是第一张图中，还标记出了

Virtual 区域，这是块儿什么区域呢？

在 JVM 内部，如果 Xms 小于 Xmx，堆的大小并不会直接扩展到其上限，也就是说保留的

空间（reserved）大于实际能够使用的空间（committed）。当内存需求不断增长的时

候，JVM 会逐渐扩展新生代等区域的大小，所以 Virtual 区域代表的就是暂时不可用

（uncommitted）的空间。

第二，分析完堆内空间，我们一起来看看 JVM 堆外内存到底包括什么？

在 JMC 或 JConsole 的内存管理界面，会统计部分非堆内存，但提供的信息相对有限，下

图就是 JMC 活动内存池的截图。 

接下来我会依赖 NMT 特性对 JVM 进行分析，它所提供的详细分类信息，非常有助于理解

JVM 内部实现。

首先来做些准备工作，开启 NMT 并选择 summary 模式，

1 -XX:SurvivorRatio=value

TLAB 当然也可以调整，JVM 实现了复杂的适应策略，如果你有兴趣可以参考这篇说

明。

1 -XX:NativeMemoryTracking=summary

复制代码

https://blogs.oracle.com/jonthecollector/the-real-thing


为了方便获取和对比 NMT 输出，选择在应用退出时打印 NMT 统计信息

然后，执行一个简单的在标准输出打印 HelloWorld 的程序，就可以得到下面的输出 

1 -XX:+UnlockDiagnosticVMOptions -XX:+PrintNMTStatistics

复制代码



我来仔细分析一下，NMT 所表征的 JVM 本地内存使用：

对于本例，因为 HelloWorld 没有什么用户类库，所以其内存占用主要是启动类加载器

（Bootstrap）加载的核心类库。你可以使用下面的小技巧，调整启动类加载器元数据区，

这主要是为了对比以加深理解，也许只有在 hack JDK 时才有实际意义。

下面是替换了默认 GC，并关闭 TieredCompilation 的命令行 

第一部分非常明显是 Java 堆，我已经分析过使用什么参数调整，不再赘述。

第二部分是 Class 内存占用，它所统计的就是 Java 类元数据所占用的空间，JVM 可以通

过类似下面的参数调整其大小：

1 -XX:MaxMetaspaceSize=value

复制代码

1 -XX:InitialBootClassLoaderMetaspaceSize=30720

复制代码

下面是 Thread，这里既包括 Java 线程，如程序主线程、Cleaner 线程等，也包括 GC

等本地线程。你有没有注意到，即使是一个 HelloWorld 程序，这个线程数量竟然还有

25。似乎有很多浪费，设想我们要用 Java 作为 Serverless 运行时，每个 function 是非

常短暂的，如何降低线程数量呢？ 

如果你充分理解了专栏讲解的内容，对 JVM 内部有了充分理解，思路就很清晰了： 

JDK 9 的默认 GC 是 G1，虽然它在较大堆场景表现良好，但本身就会比传统的 Parallel

GC 或者 Serial GC 之类复杂太多，所以要么降低其并行线程数目，要么直接切换 GC 类

型； 

JIT 编译默认是开启了 TieredCompilation 的，将其关闭，那么 JIT 也会变得简单，相应

本地线程也会减少。 

我们来对比一下，这是默认参数情况的输出： 



得到的统计信息如下，线程数目从 25 降到了 17，消耗的内存也下降了大概 1/3。 

你可以设置下列 JVM 参数，也可以只设置其中一个，进一步判断不同参数对 CodeCache

大小的影响。 

 

很明显，CodeCache 空间下降非常大，这是因为我们关闭了复杂的 TieredCompilation，

而且还限制了其初始大小。

接下来是 Code 统计信息，显然这是 CodeCache 相关内存，也就是 JIT compiler 存储

编译热点方法等信息的地方，JVM 提供了一系列参数可以限制其初始值和最大值等，例

如：

1 -XX:InitialCodeCacheSize=value

复制代码

1 -XX:ReservedCodeCacheSize=value

复制代码

下面就是 GC 部分了，就像我前面介绍的，G1 等垃圾收集器其本身的设施和数据结构就

非常复杂和庞大，例如 Remembered Set 通常都会占用 20%~30% 的堆空间。如果我

把 GC 明确修改为相对简单的 Serial GC，会有什么效果呢？



使用命令：

可见，不仅总线程数大大降低（25 → 13），而且 GC 设施本身的内存开销就少了非常多。

据我所知，AWS Lambda 中 Java 运行时就是使用的 Serial GC，可以大大降低单个

function 的启动和运行开销。

JVM 内部结构就介绍到这里，主要目的是为了加深理解，很多方面只有在定制或调优 JVM

运行时才能真正涉及，随着微服务和 Serverless 等技术的兴起，JDK 确实存在着为新特征

的工作负载进行定制的需求。

今天我结合 JVM 参数和特性，系统地分析了 JVM 堆内和堆外内存结构，相信你一定对

JVM 内存结构有了比较深入的了解，在定制 Java 运行时或者处理 OOM 等问题的时候，

思路也会更加清晰。JVM 问题千奇百怪，如果你能快速将问题缩小，大致就能清楚问题可

1 -XX:+UseSerialGC

复制代码

Compiler 部分，就是 JIT 的开销，显然关闭 TieredCompilation 会降低内存使用。

其他一些部分占比都非常低，通常也不会出现内存使用问题，请参考官方文档。唯一的例

外就是 Internal（JDK 11 以后在 Other 部分）部分，其统计信息包含着 Direct Buffer

的直接内存，这其实是堆外内存中比较敏感的部分，很多堆外内存 OOM 就发生在这

里，请参考专栏第 12 讲的处理步骤。原则上 Direct Buffer 是不推荐频繁创建或销毁

的，如果你怀疑直接内存区域有问题，通常可以通过类似 instrument 构造函数等手段，

排查可能的问题。

https://docs.oracle.com/javase/8/docs/technotes/guides/troubleshoot/tooldescr022.html#BABCBGFA


能出在哪里，例如如果定位到问题可能是堆内存泄漏，往往就已经有非常清晰的思路和工具

可以去解决了。

一课一练

关于今天我们讨论的题目你做到心中有数了吗？今天的思考题是，如果用程序的方式而不是

工具，对 Java 内存使用进行监控，有哪些技术可以做到?

请你在留言区写写你对这个问题的思考，我会选出经过认真思考的留言，送给你一份学习奖

励礼券，欢迎你与我一起讨论。

你的朋友是不是也在准备面试呢？你可以“请朋友读”，把今天的题目分享给好友，或许你

能帮到他。

© 版权归极客邦科技所有，未经许可不得传播售卖。 页面已增加防盗追踪，如有侵权极客邦将依法追究其法律责任。

上一篇 第25讲 | 谈谈JVM内存区域的划分，哪些区域可能发生OutOfMemoryError?

下一篇 第27讲 | Java常见的垃圾收集器有哪些？

https://docs.oracle.com/javase/8/docs/technotes/guides/troubleshoot/memleaks004.html#CIHIEEFH


Loading....
2018-07-05

 15

今天阿里面试官问了我一个问题，我想了很久没想通，希望得到解答。为什么在标记垃圾
的时候，需要stop the world

作者回复: 对方问得有点含糊，不知道是否故意的，以cms为例，它有不同的mark： initial

mark，conc mark， remark；conc时候不需要stw；其他需要短暂stw，这样引用关系才不变，

另外效率也高

铁拳阿牛
2018-07-18

 13

-XX:NewRatio=value 
默认是2 
这里说是3面试官还说我记错了😣 

作者回复: 是我记错了，非常抱歉

qpm
2018-07-07

 5

班门弄斧，为老师补充一些关于Eden、两个Survivor的细节。 
1、大部分对象创建都是在Eden的，除了个别大对象外。 
2、Minor GC开始前，to-survivor是空的，from-survivor是由对象的。 
3、Minor GC后，Eden的存活对象都copy到to-survivor中，from-survivor的存活对象也
复制to-survivor中。其中所有对象的年龄+1 …
展开

作者回复: 非常感谢，下一章有配图详解，受制于一章的篇幅限制

5

精选留言 (18)  写留言



北溟鱼汤2018-07-05 
5

java.lang.Runtime类有freeMemory()、totalMemory()等方法可以获取到jvm内存情况，
看了一下是本地方法。

作者回复: 是的

Bruce
2019-03-14

 3

回答一下留言的问题，为什么标记的时候要stop the world，是为了避免在标记的时候又
有对象在堆内生成，如果这个对象对其他未标记对象有引用，而这个时候由于gc而清理掉
了未标记的对象，会有问题

展开

blossomed
2018-07-24

 3

老师，请问如何判断是否有内存泄露

作者回复: 泄露可以对比不同时间点内存分配，一般看用户类型的分配情况，什么在增加。具体，

比如用jmap -histo:live 多次快照，然后对比差异，或者用jmc之类profiling工具，都可以进行，

对比会更加流畅一些

clz134152...
2018-08-09

 1

java.lang.Runtime类有freeMemory()、totalMemory()等方法可以获取到jvm内存情况，
看了一下是本地方法。 
另外看到有同学说jmc，jconsole在linux上用不了的问题，其实1可以远程连接，2可以使
用xshell

展开

作者回复: 不错



ethan
2018-07-09

 1

jar包发生冲突，如何定位是哪些jar包发生问题

作者回复: 出错信息应该包含具体类的名字等信息；mvn依赖树

L.B.Q.Y
2018-07-05

 1

jmx可以做到通过代码而不是工具去监控，其实jdk安装包的工具也是对jmx的一个薄层的
封装。

作者回复: 是的

Hidden
2018-07-05

 1

新对象都会创建在eden 和from 区域，当发生minor gc时 把这两个区域的存活对象复制
到 to区域，然后清理eden 和from 区域，是这样理解吧

作者回复: 有点区别，新对象大多是在eden，from是minor gc活下来copy的

三木子
2018-07-05

 1

除了工具就是命令方式了，用过命令有vmstat，这属于linux的，主要监控cpu和内存使用
情况，这里是服务器总体内存，所以这个命令不是非常直观。

作者回复: 也是个办法；JMX之类内建的方式更直观一些

Jeffrey
2019-04-08



-Xms和-Xmx为什么很多文章都建议设置成一样大？有的解释是增长过程中会引发Full



Gc，请问老师是这样么？

陈道恒
2018-08-15



当然，也有特殊情况，我们知道普通的对象会被分配在 TLAB 上；如果对象较大，JVM 会
试图直接分配在 Eden 其他位置上；如果对象太大，完全无法在新生代找到足够长的连续
空闲空间，JVM 就会直接分配到老年代。 
        杨老师你好，大对象直接分配到老年代，这里是指多大？有没什么衡量标准？

展开

作者回复: 这个要看具体什么GC，如果cms是PretenureSizeThreshold，G1本身就有

homongous object的概念，region大小的一半

代码狂徒
2018-07-22



老师，麻烦咨询下，像jconsole和jmc这些图形化的工具不适用于linux 服务器环境下使用
吧，我试了下貌似并没有反应，所以对服务器环境内存监控或者问题跟踪，有什么好的工
具呢？

代码狂徒
2018-07-22



老师，麻烦咨询下，像jconsole和jmc这些图形化的工具不适用于linux 服务器环境下使用
吧，我试了下貌似并没有反应，所以对服务器环境内存监控或者问题跟踪，有什么好的工
具呢？

作者回复: 可以remote连接的，看看文档或者网上的指南

小卡向前冲
2018-07-11



使用javaagent可以获得对象的大小，但是引入时有点麻烦，查到的资料都说需要将代码放
到jar包中，然后在启动时加上 -javaagent:jar包名。 
放不知道这个算不算。



展开

张玮(大圣...
2018-07-07



当然，也有特殊情况，我们知道普通的对象会被分配在 TLAB 上；如果对象较大，JVM 会
试图直接分配在 Eden 其他位置上；如果对象太大，完全无法在新生代找到足够长的连续
空闲空间，JVM 就会直接分配到老年代。 
 
这里的较大具体会分配到eden的哪个位置呢，请杨兄指教下

展开

作者回复: 看具体选择，比如G1 gc，会有单独的region放大对象，甚至有可能是占有不只一个

region；所以，文章是个提醒，具体还是要看自己的需要去深入 

三木子
2018-07-05



还有一个就是jstat，可以实时查看gc信息,这个也还是没有工具直观，

作者回复: 是的，文中简单提了下


